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ABSTRACT

Modern NAND Flash memory-based Solid State Drives (SSDs)
are designed to provide high-bandwidth for I/O requests through
high-speed NVMe interface and increased internal flash memory
bandwidth. In addition to providing high performance for incoming
I/0 requests, the flash translation layer (FTL) also handles other
flash memory management processes including garbage collection
that can negatively impact I/O performance. In this work, we ad-
dress how the sharing of system resources (e.g., system-bus and
DRAM) for I/O requests and garbage collection can cause inter-
ference and performance degradation. In particular, we propose to
rethink SSD architecture through a Decoupled SSD (dSSD) system
that decouples the front-end (i.e. cores, system-bus, DRAM) with
the back-end (i.e. flash memory). A flash-controller network-on-chip
(fNoC) that interconnects the flash controllers together is introduced
to enable decoupling of the I/O path and garbage collection path
to improve performance and reliability. dSSD enables advanced
commands such as copyback command to be exploited for efficient
garbage collection and we propose to extend copyback command
with global copyback through the fNoC. To improve reliability, we
propose to recycle superblocks through superblock recycle table
within the flash controller. Without any modification to the FTL, a
hardware-based offloading mechanism within the flash controller
of the dSSD is proposed to dynamically re-organize a superblock.
Our evaluations show that decoupled SSD results in up to 42.7% 1/O
bandwidth improvement and 63.8% GC performance improvement,
while achieving approximately 31.4X improvement in tail-latency
on average. Dynamic superblock management through the dSSD
results in approximately 23% improvement in lifetime with minimal
impact on performance and cost.

CCS CONCEPTS

* Computer systems organization — Interconnection architec-
tures; * Information systems — Storage architectures.
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1 INTRODUCTION

The bandwidth of NAND flash memory-based Solid State Drive
(SSD) has increased with the improvement of flash memory
technology and high-speed I/O host-interface [8]. To support
high-bandwidth of read/write I/O requests, internal parallelism of
an SSD is exploited (e.g., multi-channels, chips, dies, etc.) and
multi-plane commands [35] enable additional bandwidth through
the multiple (parallel) planes. As I/O input bandwidth continues
to increase and result in more I/O requests, more external data
movement occurs in the SSD — i.e., data within the SSD is moved
to/from the host. In addition to external data movement, internal
data movement can occur in SSD when garbage collection (GC)
occurs and valid pages are copied to the destination free-blocks,
and data movement is constrained to be within or internal to the
SSD. However, GC uses the same system resources as [/O requests,
including the core, DRAM, and the system bus and the conflicts
between the two types of data movement can cause interference and
impact overall SSD performance and throughput.

To address interference between GC and I/O, most prior work ad-
dressed the flash memory conflicts [17, 24, 35, 42] as the flash mem-
ory bandwidth was often the bottleneck. However, system resource
(especially the system bus) is becoming a more critical bottleneck
as the number of planes and/or the unit of data transfer per plane
increases.! This not only increases flash memory parallelism (and
bandwidth) but it also impacts system resource utilization, in partic-
ular the system-bus, as the I/O requests can be heavily impacted by
garbage collection. In this work, we show this performance bottle-
neck is caused by a tightly coupled modern SSD system between the
“front-end” or the system resources (i.e., system bus, DRAM, etc.)
and the “back-end” or the flash memory chips. For example, when
data transfer or copy is done for garbage collection, it consists of
chip-to-chip (or die-to-die) data movement; however, the valid pages
are sent to the system components (e.g., DRAM and ECC) through
system-bus before arriving at their destination flash memory.

!Ultra-low latency (ULL) flash [6] have 2 or 4kB page size with 8 (or 16) planes while
recent T/QLC [13] page sizes are 16 or 32KB and have 2 (or 4) planes.
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Figure 1: Data movement during the execution of garbage col-
lection (GC) in modern SSD systems.

To overcome this bottleneck, we propose to rethink the design of
SSD architecture through the decoupled SSD system where the front-
end is decoupled from the back-end or the flash memory chips [21].
With the introduction of a decoupled flash controller, the decoupled
SSD minimizes data movement during garbage collection as the
front-end SSD resources are not utilized. In addition, we propose a
dedicated flash controller network-on-chip (fNoC) that interconnects
the flash controllers together. The decoupled SSD (dSSD) and the
fNoC enable new opportunities in the design of the SSD controller
as the back-end is “decoupled” and operates independently of the
front-end. As a case study, we demonstrate how advanced commands
such as copyback can be implemented with dSSD. Copyback com-
mands [12, 31] usage is very limited in modern SSDs because of
error propagation during the copy (or a read followed by a write).
By decoupling the SSD, copyback commands are now handled by
the flash controller and enable error check (and correction) for copy-
backs. In addition, existing copyback commands are effectively local
copyback since copies occur within the same plane (die). However,
the fNoC provides a mechanism to “route” data to not only enable
local copyback but we propose global copyback where the destina-
tion of the data transfer can be located on the same flash bus channel
or located across different channels to increase the flexibility of
copyback.

We also propose how superblock reliability can be managed in
a dSSD through the decoupled flash controller. In particular, we
propose dynamic superblock management through recycled blocks
— i.e., when bad blocks occur within a superblock, instead of dis-
carding the entire superblock, the remaining good blocks within the
superblock are reused or recycled to improve SSD reliability. This
improvement in reliability does not require any support from the
FTL but is achieved through the dSSD architecture through extra
mapping tables within the decoupled flash controller of the dSSD. In
summary, the main contributions of this work include the following.

e We propose Decoupled SSD (dSSD) that decouples the front-
end of the SSD controller with the back-end that consists
of the flash channel/chips in an SSD. In particular, a flash
controller network-on-chip (fNoC) is introduced to enable
flash-to-flash communication.

o By exploiting the flash-to-flash connectivity and the decou-
pled controller, we propose how advanced copyback com-
mand can be enabled to minimize data movement for garbage
collection while reducing interference with I/O traffic.

e We propose dynamic superblock organization to improve reli-
ability through remapping tables placed within the decoupled
flash controllers by introducing recycled blocks.

2 BACKGROUND

In this section, we provide a background on modern SSD that consist
of not only the SSD controller and flash memory but also the flash
translation layer (FTL). In particular, we describe how modern SSDs
are effectively “coupled” architecture between the front-end that
consists of core/DRAM/system-bus and the back-end that consists
of the flash memory chip. In addition, FTL is a critical component
in modern SSD but as reliability challenges continue to increase
in modern SSD, prior work often requires FTL support to improve
reliability and further increase FTL complexity. In this work, we
show how decoupled SSD can improve reliability without support
from FTL by exploiting the decoupled flash controller.

2.1 SSD Architecture

A modern SSD controller consists of multiple subsystems including
host interface, multi-cores, memory, error correction code (ECC),
system-bus, and multiple flash controllers as shown in Fig 1. The
host interface (e.g., NVMe) controller receives the arriving I/Os, and
interprets the commands according to the protocol. Recent interface
protocols, such as NVMe, have increased SSD 1/0O bandwidth and
the number of concurrent I/O requests. SSD controllers often ex-
ploit multi-cores to provide high performance [16, 33, 41, 44]. A
significant fraction of DRAM is used as a write-buffer cache [20]
by the firmware (or FTL) to hide the relatively slow flash memory
latency/bandwidth. The DRAM is also used to store mapping ta-
ble [18, 25] and meta-data of flash block/pages. The ECC engines
detect (and possibly correct) bit errors of pages that have been read
for both I/O and garbage collection. Depending on the ECC algo-
rithm and the implementation, a single ECC engine can be placed
per flash controller or multiple flash controllers can share a single
ECC engine. The different components in the SSD controller are
interconnected by a system-bus (e.g., AXI [1]).

2.2 Flash Translation Layer (FTL)

FTL is the software layer within the SSD controller that consists of
I/O request handling (including address translation), garbage collec-
tion, and wear-leveling. The role of FTL in an SSD architecture has
become more significant as the amount of I/O requests (and band-
width) increases and creates more external data movement. However,
internal flash management such as page-allocation, garbage collec-
tion, wear-leveling, and bad block management also needs to be
managed by the FTL. In particular, FTL is responsible for internal
data movement during garbage collection.

I/0 Request Handling: After the I/O requests arrive and are pro-
cessed by the host interface, the FTL determines whether the re-
quested data is in the DRAM buffer cache. The DRAM and system-
bus are utilized if I/O requests result in a hit. If there is a miss, the
FTL translates the logical page number (LPN) of the requests to
a physical page number (PPN) based on mapping table [18, 25].
The FTL then issues the requests to the appropriate flash controller
across the different channels and the system-bus is still used as the
I/0 requests move to/from flash memory.
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Figure 2: (a,b) I/0 bandwidth and (c,d) system-bus utilization
with low/high-bandwidth scenario on ultra-low latency device.
The horizontal GC arrows show when GC occurs.

Garbage Collection: Garbage collection is a critical component in
SSD to optimize storage space as writes are done at page granularity
which is much smaller than the block granularity used for erase
operations [17]. When the amount of remaining free blocks is less
than a predetermined threshold value, FTL starts garbage collection
by allocating a new physical page from the active free block, moving
valid pages from the victim blocks to free or new blocks and FTL
invalidates the pages in the victim block. Afterward, GC erases the
victim blocks to optimize storage space. Different algorithms have
been proposed to select the victim blocks and the free blocks, with
trade-offs in performance [42] and reliability [36]. If the free block
chosen is within the same plane as the victim block local, advanced
copyback command [31] can be exploited to avoid transferring data
outside of the flash memory chip. However, copyback commands
cannot be used in modern SSDs because of error propagation since
error correction capability is limited within the flash memory.

Error Handling: Multi-level cells (T/QLC) have effectively in-
creased flash memory density by sacrificing performance [19]; how-
ever, it has also increased the Raw Bit Error Rate (RBER) by cre-
ating additional reliability challenges in read [3],write [5], and re-
tention [4]. While advanced ECC algorithms (e.g., LDPC) are used
in SSD [45], the impact from process variation [15, 28, 40] has a
significant impact on flash endurance and alternative approaches to
improve endurance have been proposed [15, 27, 28]. However, prior
work often requires support from the FTL which increases the FTL
complexity. In this work, we exploit the decoupled flash controller
to improve superblock management without any FTL support.

3 MOTIVATION: CASE FOR DECOUPLED SSD

A high-level overview of data movement during garbage collection
(GC) in modern SSD systems is shown in Fig 1. The flash controller
sends read commands to the appropriate flash memory die and the
valid pages are read out, go through error detection (and possibly
correction) (Fig 1 D), before being sent through the system bus 2
and written out to the DRAM memory (Q). Afterward, FTL issues
write operation to the flash controller and transfer the pages to the

2In this work, we refer to the system bus as the bus within the SSD controller that
interconnects the flash controllers, core, and other components within the SSD controller
(Figure 1).

destination flash die by sending write commands to the flash memory
chips (®). GC operation is essentially a “back-end” operation that
requires the movement of data between different flash memory chips.
However, modern SSD systems utilize the front-end, including the
system bus and DRAM, during GC, and as a result, GC can interfere
with I/O requests.

The performance impact of GC on the I/O requests is shown
in Fig 2(a,b) where the I/O bandwidth, defined as the amount of
bandwidth provided to the I/O requests is shown on the y-axis.
The x-axis is time and we measure I/O bandwidth every 1 msec to
observe the change in the I/O bandwidth. We simulate an SSD system
based on a ULL device [6] (evaluation setup is described in Sec 6)
and evaluate the impact of GC on I/O requests. We used greedy,
global free block selections for our evaluation and all flash memory
executes GC in parallel. The system-bus bandwidth is modeled
as 8GB/s and is equal to the aggregate bandwidth of all flash bus
channels. The WRITE bandwidth of an individual flash chip with
1 plane is 51.2 MB/s and 409.6 MB/s for 8§ planes. The results are
shown for a synthetic workload that consists of 4KB (as well as
32KB) sequential write I/O requests with an outstanding request
queue depth of 64. The 4KB access is used to evaluate a “low
bandwidth” scenario since only one out of the eight planes is utilized.
In comparison, 32KB access results in all 8 planes being accessed
using multi-plane commands to model “high bandwidth.”

For low bandwidth (Fig 2(a)), approximately 3 GB/s of I/O band-
width is sustained initially, equivalent to 51.2 MB/s X 8 channels X
8 ways; however, the I/O bandwidth drops after the GC is triggered.
During GC, a limited amount of I/O requests are processed. Similar
behavior can be observed for “high bandwidth” (Fig 2(b)) but the
drop is more significant since higher bandwidth of the flash memory
is used with multi-plane commands. The maximum bandwidth that
can be achieved is approximately 8 GB/s which is equivalent to
the system bus bandwidth. It is well-known that GC can interfere
with I/O requests [17, 42]; however, as the flash memory bandwidth
increases (e.g., exploiting multi-plane in modern SSD devices), the
impact of system resources (such as the system-bus) becomes more
critical. To understand the impact, we plot the corresponding system-
bus utilization in Fig 2 (c,d). When GC is active, the system bus
utilization for I/O requests drops; however, the drop in utilization is
more significant for the high-bandwidth scenario and the system bus
becomes a point of contention between I/O and GC within the SSD.

One potential approach to reduce the impact of interference is to
increase the amount of system bus bandwidth. While this can im-
prove performance, it does not fundamentally decouple the front-end
(or the SSD controller-side) and the back-end (i.e., flash memory)
as the data movement still occurs through the system-bus/DRAM
(Fig 1). In this work, we propose a decoupled SSD architecture with
the following objectives:

e Minimize data movement: Flash-to-flash data movement
for GC involves both the system bus and DRAM in modern
SSD. Decoupled SSD minimizes data movement by providing
direct flash-to-flash communication.

o FTL Complexity: As the complexity of FTL continues to
grow [33, 44], decoupled SSD enables some flash manage-
ment to be offloaded to the decoupled controller to reduce the
complexity of the FTL.
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e Offloading opportunities: Advanced commands (such as
advanced copyback command) can be implemented or “of-
floaded” to the decoupled controller. In addition, efficient
super-page management can be handled by the decoupled
controller, without support from the FTL.

To achieve the objectives outlined, the proposed decoupled SSD is
based on the following two principles. First, minimize the impact
on FTL while offloading functionality to the decoupled controller 3,
The second principle is to isolate or separate the I/O requests and
internal data movement (e.g., GC) as much as possible through a
separate dedicated flash controller network-on-chip.

4 DECOUPLED SSD (dSSD) ARCHITECTURE

In this section, we first describe how data movement is minimized by
offloading data copy for GC to the flash controller by providing direct
data movement between flash memory through the flash controllers.
We also describe the dSSD microarchitecture, the flash controller
network-on-chip (fNoC) to interconnect the controllers together, as
well as the global copyback command that is enabled by dSSD.

4.1 Decoupled SSD Architecture

A high-level overview of the proposed decoupled SSD architecture is
shown in Fig 3. The main hardware changes are the decoupled flash
controller (Cp), and an on-chip hardware router to enable controller-
to-controller communication. Since all controllers are located within
the same chip [29], a flash-side network-on-chip (fNoC) is intro-
duced that enables direct communication between flash memory
chips across different flash channels. As a result, the flash memory-
side (or the “back-end”) is effectively decoupled from the SSD
controller side (or the “front-end”) through the decoupled flash con-
troller (Cp) and fNoC. More importantly, it reduces contention for
shared resources, including the system-bus and the memory, when
I/0 requests and page copies for GC are handled simultaneously.
An example of flash-side data movement (or copy) is shown
in Fig 3. The flash controller reads out pages from a target flash
die/blocks as shown in Fig 3(D. However, instead of transferring the

3Note that changes from dSSD are mostly transparent to FTL, aside from supporting
copyback commands. However, dSSD does not restrict any flexibility of the FTL.

pages through the system-bus, the pages are stored temporarily in the
decoupled flash controller, and error check/correction is performed
by the integrated ECC engine. The pages are then sent to the destina-
tion across the fNoC that interconnects flash controllers as “packets”
and arrives at the destination (Fig 3 Q). After arriving at the desti-
nation flash controller, the pages are written to the destination flash
die/blocks through the flash bus channels (Fig 3 ®).

A detailed block diagram of a decoupled flash controller (Cp)
is shown in Fig 4. The diagram includes components that exist
in conventional flash controllers, including the channel command
controller, command queue, page buffer, and bus/NAND interface.
The I/O commands (i.e., read/write) are received through the bus
interface and queued in the command queue while the data (for a
write) is queued in the page buffer. The channel command controller
interprets the commands and receives the data into one of the page
buffers [37] 4. The channel command controller then generates a
sequence of low-level commands to the flash memory and transfers
the commands and data (if necessary) to the flash memory accord-
ing to the low-level flash interface protocol (e.g., ONFI [31]). In
our proposed dSSD, the datapath used for the I/O commands is the
same as the conventional SSD. Additional changes to the flash con-
troller includes the addition of ECC logic that is incorporated into
the controller, the decoupled buffer (dBUF) for flash-to-flash data
movement, and the on-chip network interface as well as the {NoC
router. With the support of these changes, the key difference com-
pared to conventional SSD is that decoupled SSD provides support
for internal data movement within the flash memory side without
the support of the SSD front-end.

4.2 Global Copyback Command

Copyback advanced commands [31] have been proposed to mini-
mize the data transfer overhead of data copy (i.e., a read command
followed by a write command). However, copyback commands are
rarely used in modern flash memory [2] since error correction cannot
be done within the die and result in error propagation. We refer to
legacy copyback advanced commands as local copyback since the
source/destination are restricted to the same flash memory die. In
this work, we exploit the decoupled SSD to not only enable local
copyback but also propose global copyback command. The key dif-
ference is that the global copyback command does not restrict the
write address (or the destination) to the same flash memory die but
the destination can be the same die, another die connected to the
same flash channel, or a die/chip that is connected to a different flash
bus channel. Thus, a page can be read and written to any location
within the SSD using global copyback without using system-bus
and without any support from the FTL. >

Since the source and destination of pages are decided by the FTL’s
garbage collection policy, the read (source) and write (destination)
addresses of the page copy are provided to the decoupled flash con-
troller as part of the copyback command. Fig 4 shows an example of
how global copyback is executed. The global copyback command is

4The page buffer needs to be sized to be as large as one page (e.g., 4kB) per flash
memory way that is defined as the unit of flash package that shares the flash interface.
In our evaluation, we assume 8-ways per channel and size the page buffer to support 16
pages to enable multiplane operations across the multiple ways.

SThe FTL does need to be aware that copyback command is available and the “destina-
tion” during garbage collection can be any other flash memory in the system.
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Figure 4: Detailed block diagram of a decoupled controller and global copyback data movement between different flash channels.

received via the system bus (D) at the source flash controller and up-
dates the command queue with the copyback command that was just
received. The global copyback is executed in multiple stages. The
first step includes issuing a low-level read command/address such
that the appropriate page is read out from the flash memory @)°.
The page that is read is stored into a decoupled page bufter (dBUF)
(®). In the next step, the command queue moves the page from
the dBUF into the ECC engine to detect (and potentially correct)
errors (@). If the destination of the copyback is the same channel, a
write low-level command is issued and write occurs. However, if the
destination of the page is a different flash channel, “packetization” is
required within the network interface () before accessing the router
(®) and traversing the fNoC (flash-controller network-on-chip)(@).
When transmitting a packet, the data (or page) is appended with the
command information as well as the packet header.

When the packet arrives at the destination node router, the packet
is parsed and divided into the command/address and data (page).
Since the error check for the data (page) was already done at the
source flash controller, no additional error check is necessary. The
command/address is inserted into the destination controller’s com-
mand queue (©) and the data is copied to decoupled buffer (dBUF)
to avoid interference with the general I/Os. Finally, the write op-
eration is conducted by the command controller () to finish the
internal data movement or the global copyback. During the move-
ment of data, the command queue keeps track of the commands; for
the copyback commands, a “status” is also maintained to determine
which stage of the command is currently being executed —e.g., R
identifies that the read has been done, RE identifies that error de-
tection/correction has been done after the read, etc. In addition, the
command queue also maintains the source and/or destination and
the pointer to location within the page buffer that contains the data.

5 DYNAMIC SUPERBLOCK MANAGEMENT

In this section, we describe how dSSD can be exploited to dynami-
cally manage superblocks and improve SSD lifetime without FTL
support. By introducing a mapping table within the decoupled con-
troller and fNoC, superblock management can be improved. In par-
ticular, we propose recycled block that enables efficient usage of

SNote that a global copyback command does not use (or local) copyback operation [31]
even if the page is destined for the same die to avoid error propagation.
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Figure 5: Flash-memory side of an SSD controller for (a) static
superblock and an example of a bad sub-block, (b) how dynamic
superblock can be created, and (c) a high-level diagram of the
remapping logic within the decoupled controller.

superblock through a recycle table — a hardware-based address trans-
lation for re-usable sub-blocks’ of a superblock.

5.1 Recycled Blocks

A superblock [18] is often organized as multiple blocks across dif-
ferent flash channels as shown in Fig 5(a). 8 To simplify superblock
organization while maximizing parallelism across the channels, the
same block ID across multiple channels (or planes) is grouped to-
gether to create a superblock. The advantages of superblock include
reduced mapping table size and higher performance from optimizing
garbage collection overhead [18]. However, conventional superblock
mapping can be inefficient since it does not consider process vari-
ation across different flash dies [15, 40]. For example, if an uncor-
rectable error (detected by the ECC engine) occurs in one of the

7We use sub-blocks to refer to blocks that make up a superblock.
8For simplicity, each flash memory is shown as a collection of blocks and other flash
hierarchy (e.g., die, planes, etc.) are not shown.



Superblock Recycle

Remapping  Block @ Copy valid pages

Bad- superblock

@ Update Remapping table entry

Table Table DEAD

[blockID[New ID] [blockID| i lockID| D [blockiD|
N N |

I I |

I -
L[ I |

[blockiD[New 1D] [blockiD)
L B
L[ I ]

[blockiDINew ID] [blockiD]
L A
L[ JL ]
[blockiD[New 1D]
I
L1

[blockID[New 1D| [blockiD]
- -
L 1]

Decoupled controllers

Decoupled controllers

Superblocks

(a) (b)

I A § o o]
L[ I ]

PlockiD/New 1D T

I — | |
— - ]

D [bloguoNew D] blockin]| | e (4)
.l

——— |

—— L]

) (g
i

Decoupled controllers 0 1 2 3

Superblocks Superblocks

(c)

Figure 6: An example of dynamic superblock using superblock remapping table (SRT) and recycle blocks table (RBT). (a) When a bad
superblock occurs, entire valid pages are copied to a new superblock by the FTL. At the same time, the re-usable sub-blocks from the
superblock are added to the RBT. (b) When another bad superblock occurs, valid pages in the sub-block that are identified as “dead”
are moved to a recycled block, and (c) an address remapping of ([D] to [A]) is inserted into the SRT for the new dynamic superblock.

pages in a sub-block of a superblock (Fig 5(a)), other sub-blocks of
the superblock are marked as a “bad” block by the FTL to prevent
further usage of the given superblock — even though there are sub-
blocks within the superblock that can still be used. We refer to this
superblock organization as static superblock since the same offset
across the channels/dies is leveraged to form a superblock.

To overcome the limitation of the static superblock and provide
the ability to reuse sub-blocks that are still good, we propose to
exploit decoupled SSD by introducing a hardware-based mapping ta-
ble within the decoupled controller (Cp) to recycle sub-blocks from
“dead” superblocks. In particular, we propose dynamic superblock
organization as shown in Fig 5(b) that changes the physical loca-
tion of sub-blocks within a superblock. The recycled sub-block is
transparent to the FTL by exploiting the decoupled SSD architec-
ture — thus, there is no overhead to the FTL while the benefits of
the superblock are still provided and improve SSD endurance. The
key observation that we exploit is that a “dead” superblock does not
necessarily mean all of the sub-blocks are dead.

In this work, we define recycled blocks as blocks or sub-blocks
within a superblock that are still “good” or useful because none
of the pages within the blocks have reached the uncorrectable sta-
tus. 2 To enable dynamic superblock management, we propose a
hardware-based remapping to recycle valid blocks that remain from
superblocks through two tables in the decoupled flash controller — a
superblock remapping table (SRT) and a recycle block table (RBT)
(Fig. 5(c)). Each decoupled controller has both SRT and RBT and
the tables are maintained individually by each controller. The RBT
contains information about valid blocks that can be accessed by
the controller’s flash channel. Entry to the RBT is added when a
superblock is “dead” but there are valid sub-blocks. The RBT is
effectively a recycling bin of blocks that can be recycled and used
as part of a dynamic superblock. The SRT is the hardware-based
remapping table of the superblock and is updated when a recycled
block from the RBT is utilized in a dynamic superblock. The FTL is

9 A sub-block consists of multiple pages and each page has a different raw bit error rate
(RBER) as program/erase (P/E) cycle increases, but the page with the highest RBER
triggers uncorrectable error [40].

unaware of the SRT as the dynamic superblock is created without
FTL support and extends the lifetime of individual superblocks.

5.2 Dynamic Superblock Walk-through Example

An example of how the SRT and RBT tables are modified and uti-
lized is shown in Fig 6. Initially, both tables (superblock remapping
table (SRT) and recycle block table (RBT)) are empty. The SRT is
not initially accessed by any commands from the command con-
troller during normal operations. Once the first uncorrectable error
is observed, the information is communicated to the FTL and the
superblock is considered to be a “bad” superblock. FTL then moves
all valid pages in the bad superblock to another free superblock
(Fig 6(a)-(D). These steps are identical to a conventional static su-
perblock. However, the decoupled flash controller where the error
was detected (i.e., the top flash channel in Fig 6(a)-®@) notifies the
other flash controllers that a sub-block in its channel has gone dead.
This information is used to determine that their corresponding sub-
blocks should be added to the RBT. From the FTL’s perspective, the
sub-blocks added to the RBT are not “available” but the hardware
recycles them for dynamic superblock.

When an another uncorrectable error occurs to a different su-
perblock, (Fig 6(b)-® at D (2nd sub-block of superblock 3)), the
second flash controller does not notify the FTL as before since an
entry or a recycled block in the RBT is available (Fig 6(c)-@ 2).
The flash controller prolongs the life of the superblock by using the
“spare” or the recycled block and updates the superblock remapping
table (SRT) (i.e., sub-block 1 in superblock 0) by inserting the map-
ping D — A (Fig 6(c)-). In addition, the decoupled flash controller
performs an internal copy of the valid pages in block D to block
A using global copyback described earlier in Section 4. After the
new superblock mapping is dynamically created, FTL continues to
access superblock 3 without knowledge of the dynamic superblock
remapping. However, within the flash-memory side, any commands
destined for 1st sub-block of superblock 3 are internally remapped
to the 1st sub-block of superblock 0 (Fig 6(c)).



5.3 Reservation-based Dynamic Superblock

Dynamically re-organizing a superblock improves SSD endurance
as the occurrence of bad-blocks (or bad “superblocks”) is delayed
by utilizing recycled blocks. As shown later in Section 6.4, dynamic
superblock helps with the rate at which additional bad superblock
occurs through better utilization of the sub-blocks (and recycled
blocks). However, dynamic superblock does not delay the occur-
rence of the first bad superblock since a bad superblock is neces-
sary to create an initial set of recycled blocks — i.e., a superblock
needs to be “sacrificed.” To delay the occurrence of initial bad su-
perblocks, we extend recycled superblock with reservation-based
recycled superblock where some number of physical blocks are
initially reserved or provisioned as recycled blocks —i.e., the RBT
is not initially empty but filled with reserved recycled blocks. A
predetermined number of blocks (or superblocks) is leveraged by
the decoupled flash controller, as recycled blocks, to delay the occur-
rence of the bad superblocks and improve SSD endurance. The only
change required is that the reserved blocks are properly initialized
within the RBT prior to any access to the flash memory.

6 EVALUATION
6.1 Methodology

We used Simple-SSD simulator [10] in standalone mode and inte-
grated Booksim [14] interconnect simulator to implement decoupled
SSD. A bus structure is modeled for system-bus in SimpleSSD while
Booksim is used for flash controller interconnect (i.e, fNoC). Both
synthetic input and trace workloads [23] are used in the evaluation.
Synthetic input consists of both DRAM “miss” where all access go
the flash memory as well as DRAM “hit” where all I/Os are serviced
by the DRAM. Each decoupled flash controller in the decoupled
SSD (dSSD) has the ECC engine, a router, and the decoupled buffer
(dBUF). The topology of fNoC is a 1-D mesh and minimal (deter-
ministic) routing is used. For performance evaluation, we assumed a
flash chip with one flash die for simplicity and assumed ULL param-
eters [10, 44] as shown in Table 1.0 Detailed simulation parameters
are listed in Table 1. We assume SSD is fully utilized and some ran-
dom fraction of the pages are invalidated such that garbage collection
will be triggered in the simulator. We assume an I/O queue depth of
64 requests to fully utilize the SSD and use I/O requests of 4kB and
128kB to model both low and high I/O request demands. We assume
the I/O requests are fully utilizing the SSD’s internal bandwidth
and we compare the performance when GC is performed. For data
movement, packetization, and routing overheads are modeled.

The different SSD configurations that we compare are summa-
rized in Table 2. We assume a baseline that supports high-throughput
parallel GC (PaGC) [35], which is commonly used [9, 26]. All of
the other architecture configurations compared have 1.25% extra
on-chip bandwidth. BW is identical to the baseline but the additional
bandwidth is used by the system bus. dSSD has the decoupled flash
controller to implement dSSD but the same system bus configuration
as BW. dSSDy, is identical to dSSD but has a separate dedicated
bus that interconnects the flash controllers while dSSDs has the

0por superblock evaluation, we used SSD that consists of 8 channels 4 ways 2 dies 2
planes with TLC-based flash memory parameters and we simplified pages/block to 32
for feasible simulation time.

[ Components H Parameters ]
Simple-SSD PCI-E 3.0 x8 lanes, system-bus = 8GB/s (x1)
organization DRAM = 8GB/s, a flash bus = 1GB/s (1000Mhz,8 bits)

8 channels 8 ways 1 die 8 planes 1384 blocks 384 pages
gaussian dist., E=5578, 0=826.9, provision ratio 7%
Flash (ULL) read=5us, write=50us, erase=1ms, 4KB page
Memory (TLC) read=60-95us, write=200-500us, erase=2ms, 16KB page
fNoC Topology = 1D mesh, k = 8, n = 1, routing = dim order
Table 1: Simulation Parameters.
[ Name H Description
Baseline || Conventional SSD with parallel GC
BW Baseline with additional system-bus bandwidth
dssD decoupled SSD with the same bus bandwidth as BW
dSsSDy dssSD with a separate, dedicate bus to interconnect
flash controllers
dssDg dssD with a fNoC

Table 2: Summary of different architectural configurations com-
pared.
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Figure 7: (a) Normalized 1/0 and GC performance and (b) sys-
tem bus utilization comparison. All comparisons have the same
amount of on-chip bandwidth for high-bandwidth flash memory.

flash-controller network-on-chip (fNoC). We also compare preemp-
tiveGC [24] where GC is pre-empted to handle I/O traffic as well
as Tiny-Tail [42] that tries to minimize tail-latency by avoiding GC
interference with partially executing GC.

6.2 Results

The results of I/O bandwidth and GC performance are shown in
Fig 7(a) with the results normalized to Baseline. To ensure a
fair comparison, the total on-chip bandwidth is held constant across
the 4 architectures compared. For Baseline and dSSD, the total
on-chip bandwidth is used by the system bus but dSSD provides the
ability for the flash controllers to directly communicate with each
other. dSSDj, has a dedicated bus while dSSDy uses a 1D mesh
(fNoC) for the internal data movement.

BW performance (both I/O and GC) benefits from the increase
in system-bus bandwidth; however, the performance improvement
from providing the same bandwidth to dSSD is much higher. For
example, dSSD results in 42.7% (63.8%) improvement for I/O (GC)
while the improvement for the BW is only 11.8% (10.9%). The main
benefit of dSSD comes from the reduced amount of data movement
between flash controllers by directly transferring pages; however,
ds s still suffers from long tail latency because of shared network
resources (Fig 10(a)). The performance improvement from dSSDy,
is rather small (compared to dSSD) because of fixed, partitioned
bandwidth, and GC performance is bottlenecked by the serialization
across the relatively small bandwidth of the added bus. However, the
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performance of dSSD ¢ nearly matches that of dSSD — although the
bisection bandwidth is similar to dSSDj,, multiple channels within
the fNoC can be utilized in parallel — thus, improving the effective
bandwidth and achieving higher performance (compared to dSSDy).
In Fig 7(b), we measure I/O system-bus utilization during GC for
when all access hit in the DRAM (i.e., DRAM Write) and when all
accesses “miss” in the DRAM and access the flash memory (i.e.,
Flash Write). dSSDf shows 18.1% and 66.9% increased system-bus
utilization (compared to baseline) for DRAM Hit/Miss I/O cases as
it successfully decouples contention from ‘sharing.’

In Fig 8, an additional sensitivity study is performed where the
system bus bandwidth is increased up to 4x and the results are
normalized to Baseline. Results are shown for “low” and “high”
bandwidth simulations similar to in Fig 2. We also compare against
four different implementations of dSSD ¢ where the total bandwidth
is increased similarly as well (X1.5 - x4). Since “low” bandwidth
does not fully utilize the system-bus bandwidth even during I/O
and GC contention, increasing system-bus bandwidth has minimal
impact on overall performance — resulting in only 4.6% (for 1/O)
and 13.6% (for GC) improvement even when the system-bus is in-
creased by 2. The benefit with dSSD is slightly higher. However,
for “high” bandwidth (Fig 8(b)), increasing the system-bus band-
width directly impacts both I/O bandwidth and GC performance.
With baseline (x1.5), I/O and GC improves by 13.5% and 19.9%,
respectively. With the same amount of on-chip bandwidth, dSSD ¢
is able to provide further improvement in performance Compared to
baseline, dSSD (x1.5) improves I/O and GC performance by 39.4%
and 68%, respectively. (and 22.8% and 40% compared to baseline
(X1.5)). The decoupled SSD effectively decouples the bandwidth
used by the front-end (for 1/0) with the back-end (copyback) —
thus, when high on-chip bandwidth is required, it is more effective
to “decouple” the bandwidth or separate them to improve overall
performance.
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Figure 11: (a) Tail latency comparison for (prn_0), and (b)
average tail-latency improvement for workload traces.

To understand the benefits of dSSDy compared to Baseline,
the latency breakdown of I/0 requests and copyback is shown in
Fig 9. With 1 plane, the I/O latency is determined mostly by the
flash memory contention; as the number of planes increases, the
contention for flash memory (chip) is significantly reduced but the
contention for the flash bus increases, for both the baseline and the
dssbDy. However, the key difference is that the contention for the
system bus is removed for dSSDy. The copyback latency break-
down during GC (Fig 9(b)) shows copyback operation is heavily
dominated by the system-bus and flash bus utilization/contention. In
the decoupled system, the fNoC latency dominates as the number
of planes increases but since fNoC is only used by the copyback
requests, the increase in latency is lower than the added latency from
the system-bus contention in Baseline.

The benefit of dSSD ¢ is maximized when I/O request accesses
hit in the DRAM and does not need to access the flash memory
since the interference between the I/O requests and GC can be
avoided. The I/O bandwidth and tail latency when all I/O accesses
are serviced from the DRAM is shown in Fig 10(a). dSSD f is able
to achieve maximum I/O bandwidth since copyback commands are
not utilizing the system bus or the DRAM. As a result, tail-latency
is significantly reduced 77x (39%) compared to BW and dSSD. In
comparison, even though the system-bus bandwidth is increased in
BW and in dSSD, the I/O bandwidth is not maximized (54.6%) as
the shared system bus results in long tail-latency. Fig 10(b) shows,
on average, 31.9% reduced average 1/0O latency, compared to the
Baseline and 16.1% improvement compared to BW. TinyTail [42]
reduces system-bus contention by partially performing GC per flash
channel but dSSDy still outperforms it by 7.5% since contention is
minimized in dSSDy.

Fig 11 shows the impact on tail-latency for different workloads.
In Fig 11(a), the dSSD ¢ shows that the 99% tail-latency from one
workload (prn_0) improves by 43.7x and 31.2x, compared to
Baseline and BW. Compared with PreemptiveGC, dSSDf shows
20.8x lower tail-latency since PreemptiveGC must copy pages when
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the FTL can no longer postpone GC. TinyTail [42] significantly
reduces tail-latency compared to Baseline; however, I/Os latency
still contends with GC operations due to system-bus conflict even
with increased system-bus bandwidth. As a result, the dSSD ¢ results
in 6.19x lower tail-latency than TinyTail. Across all workloads,
on average, dSSDy results in 31.4x (compared to Baseline),
5.17x (compared to TinyTail) reduction in tail-latency, respectively
(Fig 11(b)).

6.3 Flash controller Network-on-Chip (fNoC)

One key component of NoC is the amount of channel bandwidth [7].
In Fig 12, we vary the amount of router channel bandwidth as the
number of flash channels (Fig 12(a)) and the number of ways per
flash channel (Fig 12(b)) is increased and measure GC performance.
The flash channel bandwidth is held constant and the router channel
bandwidth is varied and the x-axis shows the ratio between the
router channel and flash channel bandwidth. The results of Fig 12(a)
show that as the number of channels increases, more router channel
bandwidth is necessary to maximize GC performance. However, the
performance saturates when there is “sufficient” bandwidth —i.e., the
bisection bandwidth of the NoC is sufficient to handle the random
traffic from the flash channels. In comparison, if the number of ways
is increased (Fig 12(b)) while the number of channels is held constant
at 8, the benefit of dSSD saturates around x2, regardless of the
number of ways. Since N = 8 or 8 channels, the bisection bandwidth
By = N/2 x By where By is the flash channel bandwidth. Since
there are bidirectional channels, X2 provides a sufficient amount of
bandwidth. Although not shown, a similar analysis also holds if a
different topology is used for the evaluation.

Alternative topologies for fNoC is compared in Fig 13 where
bisection bandwidth (By,) is held constant across the different topolo-
gies (1D mesh, ring, crossbar). The amount of bandwidth per channel
of aring is lower than a 1D mesh since ring has twice the number
of channels crossing the bisection. As a result, the performance of
1D mesh is much higher than the ring when the amount of on-chip
bandwidth is limited because serialization latency has a dominant
impact on performance for large packets, compared to hop count.
When there is sufficient bandwidth (i.e., 2GB/s of bisection band-
width), the performance of 1D mesh matches the performance of the
crossbar. The impact of on-chip buffer is shown in Fig 13(b). When
there is an insufficient amount of bandwidth, the on-chip buffer in
the routers has a significant impact on overall performance and the
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Figure 13: Performance impact of (a) channel bandwidth and (b)
on-chip router buffer size on garbage collection for alternative
fNoC topologies.

impact of buffers can be costly; however, when there is sufficient
bandwidth, the impact of on-chip buffer is relatively small. In this
work, we assumed a simple 1D mesh topology as it matched the
floorplan of flash controllers [6]. However, as the number of flash
controllers increases and/or the amount of on-chip bandwidth in-
creases, it remains to be seen what the optimal topology for the fNoC
will be.

6.4 Dynamic Superblocks

In this subsection, we compare the impact of the dynamic superblock
and compare a baseline (BASELINE) with recycled superblock
(RECYCLED) (Sec 5.1) and reservation-based recycled superblock
(RESERV) (Sec 5.3). Fig 14(a) shows the result of lifetime improve-
ment from RECYCLED and RESERV. We evaluated an SSD where
a continuous stream of 128K write I/O requests is assumed until
90% of the superblocks are used. To model the RBER variation of
blocks, we leveraged the P/E cycle distribution model for block-level
variation [40] (i.e., E(x) = 5578, o(x) = 826.9). To make the simula-
tion time feasible, we simplified the size of the SSD — and for the
reservation-based recycled superblock (RESERV), we provisioned
7% of the blocks as part of recycled blocks, which means 7% of
blocks are not visible to the FTL.

Fig 14(a) plots the number of bad superblocks on the y-axis while
the x-axis is the amount of data that is written to the SSD. As dis-
cussed earlier in Sec 5.3, the first occurrence of bad-block is the
same in both the BASELINE and RECYCLED. However, there is a
difference in all of the subsequent bad superblocks since the recycle
blocks are re-used as a part of another superblock (i.e., dynamic
superblock). For RESERV, the reserved blocks that are available for
recycled blocks enable the first bad superblock occurrence to be
significantly delayed by 65%. As a result, endurance at the point
of the small number of bad blocks, measured in terms of additional
amount of data written, improved by approximately 19% and 35%,
compared to the BASELINE, for RECYCLED and RESERV, respec-
tively, and the benefits of RESERV decreases as the number of bad
superblock increases. The lifetime of an SSD can be defined as when
a certain fraction of the blocks become bad-blocks [34]. As shown
in Fig 14(a), when the fraction of blocks is lower, RECYCLED can
significantly extend the lifetime of the SSD.

To further understand the impact of process variation, the stan-
dard deviation of the RBER distribution is varied and impacts the
P/E cycle limit for the blocks within a superblock. The benefits of
RECYCLED is higher as the variation increases (Fig 14(b)), com-
pared to the BASELINE. The benefits of RESERV over RECYCLED
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Figure 14: (a) Improvement in lifetime comparison, (b) en-
durance improvement for different block-wear variation, and (c)
I/O performance overhead from Wear-aware scheduling (WAS).

is relatively small at low variation; however, as the variation in-
creases, there is more benefit from RESERV. We also compare our
approach with a software-based superblock management that has
been recently proposed: Wear-aware scheduling (WAS) [40]. WAS is
able to achieve higher endurance since the superblock is managed in
the software (or the FTL) and thus, has variation information for all
of the blocks. In addition, it performs wear-leveling to complement
superblock management.

While our decoupled SSD architecture does introduce additional
hardware overhead compared to WAS, the decoupled SSD archi-
tecture can be exploited to minimize any performance degradation
from the superblock management. WAS requires endurance infor-
mation for each block to make a decision which blocks have similar
endurance by reading at least one page per block. In Fig 14(c), we
evaluate the performance (average I/0O latency) as the total number
of blocks (the number of pages to be readout for RBER update) is
varied. For synthetic write I/Os, there can be up to 2x degradation in
average /O latency when using the software-based superblock man-
agement (i.e., WAS), resulting from accesses to the shared system-
bus and DRAM memory to collect all block’s endurance status.

The hardware-based approach can result in performance degrada-
tion based on the remapping — for example, if the remapping occurs
such that two blocks within a superblock are mapped to the same
channel, channel-based parallelism cannot be exploited. Compared
to BASELINE , RECYCLED can improve endurance but comes
at the cost of performance degradation when all channels are not
equally utilized. Fig 15 shows normalized performance for synthetic
workloads and workload traces. In Fig 15(a), a worst-case synthetic
workload is used to measure the potential performance degradation
as the number of entries of SRT is varied for ULL and TLC-based
SSD. The impact from READ synthetic workload is relatively small
but becomes more noticeable for TLC and frequent WRITE random
accesses — up to approximately 2x degradation on performance with
2k SRT entries. Thus, more SRT entries can improve endurance but
at the same time, have a higher negative impact on performance
as the remapping can potentially introduce more channel and flash
conflicts. However, as discussed earlier, RECYCLED improvement
in endurance does not necessarily come at the cost of performance
degradation before the bad-block is created. As endurance is in-
creased, however, the performance when SSD lifetime is extended,
is degraded compared to BASELINE.

m READ_seq(128k)  WRITE_seq(128 [ = BASELINE _m RESERVATION |

SB 15
M READ_rand(4k)  m WRITE_rand(4k) 8_&’1.2‘3 6%
e<
2.5 © 2075
>0 05
5 2 Eox
SC LuD. N OOMOOOOONOOO U
=0 15 [ A D R R B e B e =)
- >SS L eoc oNWM>VN>HC SF0
o D TCO0 O X+~ oL o0
EZ SEFSETE gEaay
0Q - Write-Intensive
z= 1,75
=05 o8 ~1_g 21.7%)
851,21
wawvooeomuvoo EgOJg
Nndasds NN d 535 0
SRRSSENGBS S 3204
2
[
uLL TLC -1 EICI:\TI:\;IZIEl:Izlﬂ:lgﬁ
) $3E3 ¢ FagEe s
Num. of total SRT entries R dIL . <
ead-Intensive
(a) Synthetic (b) Workloads

Figure 15: (a) Synthetic and (b) workload, trace evaluation of
RESERV and BASELINE. (a) plots the performance impact as
the number of SRT entries increases while (b) normalizes the
endurance improvement by the performance overhead.

Trace-based evaluations are shown in Fig 15(b). We use a nor-
malized metric (endurance/performance overhead) as performance
overhead is used to approximate “cost” of dSSD — thus, higher is
better as it means either higher endurance and/or lower cost. On
average, dSSD results in a higher metric, by approximately 21.7%
and 6% for read and write-intensive workloads, respectively. For
read-intensive workloads, most workloads result in improved the
metric compared to the baseline but some workloads (e.g, usr_2,
hm_1) have smaller improvements since these workloads contain
some fraction of write operations. For write-intensive workloads,
some workloads (srcl_2, and prn_0) show a performance drop
since they have a higher fraction of write I/O with a large I/O size and
lead to more flash channel/memory contention. However, most of the
workloads show higher metric than baseline, even with performance
degradation when the SRT size is 2048.

6.5 Overhead

The overhead of dSSD consists of three parts: 1) integrating ECC
engine in the flash controller, 2) the routers, and 3) the decoupled
buffers (ABUFs). An LPDC engine uses approximately 2.56 mm?
in 90nm [11] (or equivalent to 0.122 mm? in 14nm [38]) and repre-
sents approximately 1.5% overhead of the entire SSD controller for
the 8 channels (assuming an SSD controller area is approximately
64mm? [30].) The router cost is negligible due to the small input
buffer size. We synthesized routers to estimate cost based on 45nm
process based on FreePDK [39]. A router area occupies approxi-
mately 0.02mm?, and the proposed fNoC introduces approximately
0.25% area overhead in the SSD controller. The major area overhead
is in the decoupled buffers (dBUFs). However, dBUFs are shared
among multiple flash dies (or ways) in the same flash channel to
reduce the area cost — thus, two 32KB dBUFs (1/8”1 of the baseline
page buffers (2x32KBx8 flash ways)) are required in a decoupled
flash controller, which adds an additional 2.46% area overhead to
the SSD controller.

The main overhead from the proposed dynamic superblocks is
the tables added to the decoupled flash controller. The RBT has very
little area overhead (approximately 32 bits for each decoupled con-
troller) since new recycle blocks are created only when no recycled
block remains. However, RESERV recycle blocks, the RBT table



Description Average I/0 /0 GC System-bus FTL Cost
’ ‘ ‘ Performance ‘ Tail-latency Performance Interference Modification
Preemptive GC is preempted ++ + — 0 0o FTL
GC [24] when I/0 arrives modification
Tiny-tail [42] Service I/Os with + ++ - + - FTL, parity
partial/non-blocking GC pages for RAIN
PaGC [35] perform GC in parallel + + + - o FTL
across all flash memory modification
dSSD Decouple + + + ++ ++ fNoC
(This work) 1/0 & GC datapath

Table 3: Qualitative comparison with representative prior work.‘++’ is excellent, ‘+’ is good, ‘0’ is fair, and ‘-’ is poor.
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Figure 16: (a) Endurance improvement by increasing the size of
superblock remapping table (SRT) for different SSD capacities
and (b) the number of active SRT entries as amount of remap-
ping increases. In (a), the number of superblock is increased to
evaluate the impact of SRT.

requires more entries to prepare reserved recycle block information
and is proportional to the reservation ratio (around 1KB per channel
for 7%). In comparison, the remapping entries in the SRT has to
be continuously stored and accessed for dynamic superblock man-
agement and the size of SRT can impact endurance/performance
trade-off. In Fig 16(a), we evaluate the improvement in endurance as
the number of entries in the SRT is increased. In general, more SRT
entries result in higher improvement in endurance. For larger SSD ca-
pacity (i.e., 128k superblocks), more SRT entries are also needed to
maximize endurance improvement. The improvement in endurance
saturates around 1k SRT entries per decoupled flash controller in
our evaluation. Assuming each SRT entry is 32 bits — 16 bits for the
source and 16 bits for the destination (7 bits to specify the die and 9
bits used for block), the SRT table overhead is approximately 4kB.

Fig 16(b) illustrates why endurance improvement saturates. In
the evaluation, we assume an infinite size SRT and measure the
number of active entries in the SRT — i.e., the number of entries
that contain valid remapping information and compare RECYCLED
and RESERV . The plot shows the active SRT entries for one flash
channel but similar trends were observed for other channels. The x-
axis is the number of remapping events (or updates to the SRT) that
occurred during evaluation. As more remapping (or bad superblock)
occurs, the number of active SRT entries increases but when all
of the original or “static” superblock are no longer available, the
number of active SRT entries will no longer increase. RESERV has a
higher number of active SRT entries because of the reserved recycle
blocks but the trend is similar to RECYCLED.

7 RELATED WORK

Table 3 provides a qualitative comparison of this work with represen-
tative prior work. The preemptive-GC [24] avoids GC by postponing

or preempting GC as long as possible; however, it does not elimi-
nate GC contention and eventually, system bus interference occurs
at some point [42]. Tiny-tail [42] greatly improves I/O tail-latency
through partial execution of GC across the flash chips and services
I/0 requests at the same time. However, the system bus contention
cannot be avoided because I/O and GC still need to utilize the system
bus. PaGC [35] accelerates GC performance by exploiting plane-
level parallelism; however, the page size that needs to be transferred
is also significantly higher (i.e., more bursty traffic) that PaGC can in-
stantaneously increase the system bus contention. In addition, dSSD
is orthogonal to prior techniques as dSSD is not necessarily trying to
minimize flash memory conflict, but is an approach to avoid on-chip
system bus contention.

It is well known that the impact of process variation increases as
the technology process shrinks, and it is becoming more significant
as the density of the flash memory reaches its physical limitation.
The block-level process variation [32, 43] needs to be considered, es-
pecially with superblockFTL [18, 40]. Recently, WAS [40] proposed
intelligent superblock organization by dynamically understanding
the wear-out of each blocks, and is carried out by the FTL. The
dynamic superblock management in this work has similar goals;
however, our work decouples the FTL and flash memory, and im-
proves endurance with only hardware support. Understanding the
block error similarity in 3D NAND [43] provides efficient bad-block
management. However, this introduces significant FTL complexity
in order to capture such error similarity of the blocks and comes at
the cost of sacrificing the I/O performance. NetworkSSD [22] was
recently proposed to provide direct flash-to-flash connectivity. While
such SSD can minimize on-chip system bus utilization, it requires
changes to not only the flash memory interface (from dedicated sig-
nals to packetized interface) but also requires changes to the external
flash channel bus. In comparison, the decoupled SSD introduces an
on-chip network between the flash controller that is co-located on
the same chip.

8 CONCLUSION

In this work, we proposed decoupled SSD that reduces system re-
source conflict between front-side and flash controller-side. The
decoupled SSD enables direct communication between flash con-
trollers for efficient internal data movement. To exploit the com-
munication between different flash memory, we proposed global
copyback command that can be offloaded to the decoupled flash con-
troller. We also show how SSD endurance can be improved without
the support of the FTL through dynamic superblock management
— in particular, reliability management is offloaded to the hardware
(or the decoupled controller) by proposing to recycle superblocks to
improve endurance.
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